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Abstract— In this paper we present V-tracer, a vehicular trace
generator aimed at generating realistic data about mobility of
vehicles, as well as their daily operation and wear. The objectives
of our approach are two: first, gathering real traces obtained by
in-vehicle on-board units (OBUs), and second, as the first target
is hard to achieve, generating synthetic data. The final goal will
be getting all the information that would be very useful to infer
and predict vehicle failures. The traces provided by our generator
may be used to perform the predictive maintenance of vehicles
in the near future.

I. INTRODUCTION

Intelligent Transportation Systems (ITS) are intended to
improve the operation and safety of transportation through
the use of solutions based on information technology and
telecommunications [1]. Although recent ITS-based proposals
have mainly focused on transport safety applications, other
services such as those related to predictive maintenance could
be developed. Predictive maintenance services will reduce the
maintenance cost by suggesting drivers when they have to
replace any component just before its malfunction [2].

To carry out an efficient and accurate predictive maintenance
it is necessary to gather and process a massive quantity of data
related to vehicles and their behavior, such as diagnostic trou-
ble codes (DTCs), mobility patterns, driving styles, etc. These
data would allow extracting information useful to accurately
predict some vehicle component faults before the end of their
lifetime, or failure takes place.

As gathering real traces obtained by in-vehicle onboard
units (OBUs) is currently hard, we consider necessary to
generate synthetic data that accurately resemble the data that
would be obtained by real vehicles. However, data related
to vehicles, their components and weather conditions, are
currently distributed in different sources. Additionally, several
data are difficult to obtain because they are proprietary or are
protected by confidentiality agreements.

In this paper, we describe the implementation of V-tracer,
a vehicular data generator primarily aimed at obtaining data
related to vehicles mobility, their daily operation, and wear.
V-tracer is able to combine real information obtained from
in-vehicle OBUs and a synthetic vehicular data generator to
obtain realistic traces including routes, weather conditions, and
failures. Our data generator will be capable of automatically
generating vehicle-related data that, either is currently una-
vailable, or it would take much more time to gather in real

scenarios. In the future, researchers may use these data to
build better and more accurate vehicle predictive maintenance
systems. Existing works focused their attention on generating
data for particular objectives, which are not related to vehicles
[3]. Even though some of them are capable of generating
more generic data [4], [5], these approaches cannot be directly
extrapolated to the vehicular environment.

II. OUR PROPOSAL: V-TRACER

In this section, we describe V-tracer, a system which gene-
rates synthetic data traces related to vehicle environment. The
software has been implemented using the Java programming
language and the PostgreSQL open source database.

As shown in Figure 1, the vehicular generator architecture
can be divided into three different parts. Specifically, we can
identify: (i) the input data reading process, (ii) the parameters
adjustment process, and finally, (iii) the output data process,
where the output data is generated and stored in a database.

II-A. Input data

The information used as the input data of the system is
scattered in several sources and stored in different formats. In
fact, all the information related to vehicles must be obtained
from different sources and has to be unified (we make this
in CSV files) to be processed by the vehicular generator. This
information includes vehicles’ make, model, fuel consumption,
their sales percentage [6], fuel tank capacity [7], tires used, the
routes followed, the weather conditions (i.e., minimum and
maximum temperatures, relative humidity, and precipitations)
[8], and finally, the most common vehicles’ failures [9].

Fig. 1. Vehicular data generator architecture.



II-B. Parameters

During the second step, the user provides the parameters
to the system. Basically, these parameters will include the
number of vehicles to be generated and the number of routes
for each one. Also, the user will have the possibility to choose
the kind of routes to generate (rural or urban) and the region
in Spain. According to the parameters specified by the user,
the system will generate the traces during the last step.

II-C. Generating output data

The third step comprises the generation of vehicular traces.
After receiving the number of vehicles, the system will ran-
domly generate them according to the data of sales in 2016 [6],
and it also assigns them different routes. More specifically, a
set of routes will be generated for each vehicle including useful
information regarding refueling in gas stations, the weather
conditions, visits to garages, as well as vehicles’ failures.

The generation and the assignation of a route to a vehicle
involves different issues, such as determining the weather
conditions, or if it is necessary to visit a gas station. The routes
including their distance, average velocity, and duration of each
trajectory will be generated using the Google Maps Geocoding
API [10]. Users will be able to select the number of routes per
vehicle and the area where the vehicles can travel. In addition,
refueling is automatically generated for each vehicle when the
fuel tank is below 25 % of its capacity, although this threshold
can be changed. Additionally, the system can generate failures
including some details (i.e., date, affected component, problem
description, and the location of the garage). Therefore, a set of
vehicles along with their routes, the refueling made according
to the specified parameters, and the weather in each route will
be obtained at the end of the execution. All these data may be
used by any vehicles’ predictive maintenance system.

III. RESULTS: SIMULATION EXAMPLE

Our vehicular data generator was executed with the follo-
wing parameters: (i) 50 vehicles. This number was chosen
to obtain a reasonable sample to test the performance of
our proposal, (ii) 5,331 routes, approximately 100 routes per
vehicle, and (iii) half of the routes were generated all over
the country (i.e., Spain), and the other half were generated in
different regions: Aragón, Andalucı́a, Galicia, and Cataluña.

During the routes generated for the vehicles, 1,233 refueling
operations were carried out with a total of 48,876 liters of fuel.
In addition, the system generated 81 failures: 13.5 % were in
the engine, 29.6 % in the electric system (ES), 12.3 % in the
transmission, 9.9 % in the fuel injection system (FIS), 14.8 %
in the wheels, steering system, suspension and brakes (WSSB),
and the remaining 19.7 % in other systems. Figure 2 shows a
comparison between the data generated by the system and the
real data obtained by the RAC [9]. As shown, there is a good
agreement between the real and the generated data, except for
the failures in the electric system and in the transmission.

IV. CONCLUSIONS

In this paper, we described a synthetic data generator spe-
cially designed for vehicle environments. The main objective

Fig. 2. Real failures [9] and generated failures.

is to provide realistic vehicles’ traces that could be used
to develop and train predictive maintenance systems in the
future. Unlike other applications that obtain data only from the
vehicles, our system is able to generate synthetic traces (i.e.,
routes, vehicles with their characteristics, weather conditions,
refueling and failures) quickly (about 4,000 routes/h) and ea-
sily, without the obligation to install any additional equipment
and thus saving considerable time and money to obtain data.
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